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In loving memory of my mother, Renee Cormen.
How do computers solve problems? How can your little GPS find, out of the gazillions of possible routes, the fastest way to your destination, and do so in mere seconds? When you purchase something on the Internet, how is your credit-card number protected from someone who intercepts it? The answer to these, and a ton of other questions, is \textit{algorithms}. I wrote this book to unlock the mystery of algorithms for you.

I coauthored the textbook \textit{Introduction to Algorithms}. It’s a wonderful book (of course, I’m biased), but it gets pretty technical in spots. This book is not \textit{Introduction to Algorithms}. It’s not even a textbook. It goes neither broadly nor deeply into the field of computer algorithms, it doesn’t prescriptively teach techniques for designing computer algorithms, and it contains nary a problem or exercise for the reader to solve.

So just what is this book? It’s a place for you to start, if

- you’re interested in how computers solve problems,
- you want to know how to evaluate the quality of these solutions,
- you’d like to see how problems in computing and approaches to solving them relate to the non-computer world,
- you can handle a little mathematics, and
- you have not necessarily ever written a computer program (though it doesn’t hurt to have programmed).

Some books about computer algorithms are conceptual, with little technical detail. Some are chock full of technical precision. Some are in between. Each type of book has its place. I’d place this book in the in-between category. Yes, it has some math, and it gets rather precise in some places, but I’ve avoided getting deep into details (except perhaps toward the end of the book, where I just couldn’t control myself).

I think of this book as a bit like an antipasto. Suppose you go to an Italian restaurant and order an antipasto, holding off on deciding whether to order the rest of the meal until you’ve had the antipasto. It arrives, and you eat it. Maybe you don’t like the antipasto, and you decide to not order anything else. Maybe you like it, but it fills you up,
so that you don’t need to order anything else. Or maybe you like the antipasto, it does not fill you up, and you’re looking forward to the rest of the meal. Thinking of this book as the antipasto, I’m hoping for one of the latter two outcomes: either you read this book, you’re satisfied, and you feel no need to delve deeper into the world of algorithms; or you like what you read here so much that you want to learn more. Each chapter ends with a section titled “Further reading,” which will guide you to books and articles that go deeper into the topics.

What will you learn from this book?

I can’t tell you what you will learn from this book. Here’s what I intend for you to learn from this book:

- What computer algorithms are, one way to describe them, and how to evaluate them.

- Simple ways to search for information in a computer.

- Methods to rearrange information in a computer so that it’s in a prescribed order. (We call this task “sorting.”)

- How to solve basic problems that we can model in a computer with a mathematical structure known as a “graph.” Among many applications, graphs are great for modeling road networks (which intersections have direct roads to which other intersections, and how long are these roads?), dependencies among tasks (which task must precede which other tasks?), financial relationships (what are the exchange rates among all world currencies?), or interactions among people (who knows whom? who hates whom? which actor appeared in a movie with which other actor?).

- How to solve problems that ask questions about strings of textual characters. Some of these problems have applications in areas such as biology, where the characters represent base molecules and the strings of characters represent DNA structure.

- The basic principles behind cryptography. Even if you have never encrypted a message yourself, your computer probably has (such as when you purchase goods online).

- Fundamental ideas of data compression, going well beyond “f u cn rd ths u cn gt a gd jb n gd pay.”
• That some problems are hard to solve on a computer in any reasonable amount of time, or at least that nobody has ever figured out how to do so.

What do you already need to know to understand the material in this book?

As I said earlier, there’s some math in this book. If math scares you, then you can try skipping over it, or you can try a less technical book. But I’ve done my best to make the math accessible.

I don’t assume that you’ve ever written or even read a computer program. If you can follow instructions in outline format, you should be able to understand how I express the steps that, together, form an algorithm. If you get the following joke, you’re already part of the way there:

Did you hear about the computer scientist who got stuck in the shower? He\(^1\) was washing his hair and following the instructions on the shampoo bottle. They read “Lather. Rinse. Repeat.”

I’ve used a fairly informal writing style in this book, hoping that a personal approach will help make the material accessible. Some chapters depend on material in previous chapters, but such dependencies are few. Some chapters start off in a nontechnical manner and become progressively more technical. Even if you find that you’re getting in over your head in one chapter, you can probably benefit from reading at least the beginning of the next chapter.

Reporting errors

If you find an error in this book, please let me know about it by sending email to algorithms-unlocked@mit.edu.
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